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Introduction 
 
Database, application, and system performance and availability have become critical factors 
directly affecting a company’s bottom line. Enterprises are facing increased pressure to compete 
and deliver enhanced performance for business processes, which is intensified by the growth in 
data and the increased complexity of application architectures. IT organizations are also seeing 
an increase in the number of applications that they are required to manage, tighter budgets, and 
demands for increasing levels of customer service.  
 
How does a company remain competitive and profitable in today’s challenging marketplace?  One 
answer is through performance testing of their enterprise systems. Performance testing refers to 
the process of systematically evaluating the performance of applications under stress to identify 
potential bottlenecks and to assess scalability. The idea is to predict the performance of an 
application and to fix bottlenecks before costly problems occur in production.  
 
Testing applications using traditional methods is a time-consuming, error-prone process that 
places a heavy burden on the performance engineer who is tasked with delivering accurate 
results, quickly. Ideally, performance testing should mimic production activity — including users, 
activities, and data — under test conditions in which the amount of load applied against the 
application can be varied. Traditional testing methods do not offer a streamlined way generate 
accurate results with a granular level of detail in a short amount of time. A goals-based approach 
to performance testing dramatically accelerates and streamlines the testing process, 6*making it 
easier for performance engineers to do their job. 
 
This paper examines goals-based testing as a new approach to performance testing of enterprise 
systems. It highlights the challenges facing today’s businesses and demonstrates how a goals-
based approach to performance testing helps. In addition, it presents a goals-based performance 
testing solution available from Embarcadero Technologies.   

What Is Goals-based Testing? 
 
Goals-based testing gives users the ability to ask critical performance questions before a test 
begins. This approach to testing promotes a proactive methodology by enabling test professionals 
to set thresholds and parameters on the test to ensure that the outcome meets all defined 
requirements. This ability dramatically accelerates the testing process as tests can be aborted 
once thresholds are exceeded. Further, testing is of little use unless user activity under 
production-like circumstances can be accurately reproduced. Simulating realistic user activity can 
be quite complex due to the variety of variables involved. The traditional approach to testing is to 
fire off a test on the system and hope that it can handle the load and meet business 
specifications. A goals-based approach allows users to set criteria for success (or failure) in terms 
of thresholds and realistic user scenarios before the test begins.  
 
When goals are configured in the performance test, the test will answer the business question of 
“how many users” much more directly, run tests in less time, and require less analysis after the 
test run. A benefit of goals-based performance testing is that the performance test tool does the 
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work of evaluating the current performance of the application infrastructure and the performance 
test infrastructure.  
 
With a goals-based approach, users identify the goals of the test, and then set the criteria 
accordingly — defining acceptable thresholds for the various parts of the system (response times, 
CPU utilization, etc.). Upon execution of the test, the testing tool will exit the test if any of the 
defined thresholds are exceeded.  This approach removes the typical try/repeat cycle that is so 
common with most load-testing processes. Once a test begins with these criteria set, if any of 
them are met (or exceeded),  the test professionals save significant amount of time they would 
otherwise have spent waiting for a standard test to finish, only to discover that the performance 
levels were unacceptable partway through the test.   

How Does Goals-based Testing Work? 
 
Goals-based performance testing promotes a proactive testing methodology in which 
performance thresholds are defined in the beginning of the performance test process and 
configured in the performance test itself. Taking a non-goals-based approach — the traditional 
testing approach — to testing leaves defining performance thresholds until after tests are run, and 
sometimes not at all. Generally, the goals of performance testing are to determine how many 
concurrent users your system can handle while continuing to deliver a positive user experience 
and  to ensure batch jobs finish within reasonable times, etc.  To meet these goal, the test must 
answer some important questions: 
 

1. What are acceptable user performance levels?  
2. How many concurrent users are required?  
3. How fast should the site respond? 
4. What are acceptable levels of system utilization? (CPU, memory, network, disk, etc.) 

 
Traditional performance testing makes it difficult to answer these questions with the level of detail 
businesses require to remain competitive. All of these questions can be answered at a general 
level, but to reach a more granular level, users need the ability to specify goals and to program 
these goals into the performance test itself. Using traditional testing methods, users configure 
tests by guessing the number of users the system can support. If they guess wrong, they must 
configure and execute another test. This process is repeated over and over until the four 
questions above are answered. If the users are lucky, they meet their goals in the first few test 
executions. If they are not, it could take many iterations before the test achieves its goals. 
 
Goals-based testing allows users to define the performance goals for the application before the 
test begins and feel more confident that the results returned are accurate. The goals-based 
approach makes it possible for the user to answer the question: How many users can my 
application infrastructure support with X second transaction response times and without risk of 
system overload due to lack of available resources? 

The Two Sides of Performance Goals 
The Stakeholders 
 
There are distinct stakeholders in the input and output of performance testing, and each has 
unique concerns when it comes to the goals of the test: 
 

1. Business sponsor of the application — primary concern is end-user experience 
2. Technical team  (the application development team, the application infrastructure group, 

and the QA group) — primary concern is system performance and availability. 
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The business sponsor specifies performance parameters from the end-user’s perspective. While 
the ultimate goal is fast Web page and results delivery to end users, the performance parameters 
cover both transaction response time as well as the number of users the system must support.  
And, while the business sponsor may take a variety of approaches to determine the values for the 
performance test parameters — historical information and known data is one approach — the 
bottom line is always “if the system does not support a certain number of users we won’t be 
profitable.” This is where the technical team enters.  
 
The technical team is focused solely on system performance. System performance is the 
foundation for a positive end-user experience. System performance refers to acceptable levels of 
system resource utilization under stress. Since performance testing is the process of applying 
load to the system to determine how it reacts,  these parameters are very important to include in 
the performance testing process.  
 
In production, businesses do not want to see their CPU utilization at 100 percent for extended 
periods of time because this generally means that the end-user experience is substandard. And, 
at 100 percent utilization, it is a good bet that any increase in the number of concurrent users is 
going makes the end-user experience much worse. Nevertheless, thresholds pertaining to CPU 
utilization are often not specified until later in the performance testing process which leaves both 
sides — the business sponsor and the technical team —wondering if it is really acceptable that 
the system meets business requirements at 96 percent CPU utilization. By specifying these 
thresholds early in the process, the performance of the system is clearly understood to be either 
acceptable or not acceptable.  
 
It is up to the technical team to ensure that systems are always optimized, running at peak levels, 
and that resources are utilized effectively. This ultimately results in a positive end-user 
experience, which satisfies the business sponsor’s concern. The business sponsor and the 
technical team have to work together to create an organized performance testing process and 
meet the bottom line of the business — profitability. 
 
Ultimately, the business sponsor and the technical team must find a way to achieve positive end-
user experience without taxing the infrastructure. This places a heavy burden on the 
performance-test engineers. They are tasked with determining if the application infrastructure and 
the performance test infrastructure are performing well, which is challenging under normal 
circumstances, and can become a major headache when there are many performance 
thresholds, including many different transaction response times and system performance 
statistics. Add to this the fact that IT organizations expected to manage an increasing number of 
applications and meet demands for increasing levels of customer service with tighter budgets and 
less staff.  

Traditional Performance Testing and the Two Sides of Performance 
Goals 
 
Almost every application suffers from some performance problems.  It is rare to find a well-tuned 
application and even harder to find one that stays that way in the face of growing user loads, 
network traffic, and data volumes. Neglecting performance problems can lead not only to poor 
end-user experience, but even application outages.   
 
The goal of a performance test is to determine how the system responds under stress, and, more 
important, how it can scale. Additionally, it is important to find out whether or not resources are 
being utilized effectively. With most performance testing processes and the tools that support 
them, users start a test with no idea what the system’s performance capabilities are above a 
certain amount of load. Their system performs acceptably at 100 users, or 500 users, but can it 
handle 1000 users?  Can it handle 5000? If the system failed to handle a larger load, what was 
the reason? Available system resources? A bottleneck in the database?  If so, at what point did 
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the database begin to bottleneck — was it 575 users, 600? A combination of these factors? Or 
something altogether different. The possibilities are limitless. 
 
For example, let’s look at an Internet company whose business is growing at a quick pace. To 
meet the new service level demands, it purchases new systems, which need to be tested before 
they are deployed into the production environment. A business plan is created, and it specifies 
that the new systems must be able to handle 1000 concurrent users and deliver pages in eight 
seconds or less, 90 percent of the time. On the other side, the technical team tasked with the 
implementation want to keep system CPU utilization to 85 percent or less. Each has a different 
goal, but both are tasked with satisfying the bottom line — application availability and a positive 
end-user experience.  
 
The first step in the process requires an initial test to get a sense of system performance — to 
determine the breakpoint. To do so, the performance engineer must create a time-based test that 
essentially ramps up the load until the system fails, meets the target, or exceeds it. Note: since a 
changing load stresses the system differently than a constant load, it’s a good idea to test the 
system with a constant load at the breakpoint. 
 
In the first test, the eight-second response time was exceeded at 700 users. So, the initial 
breakpoint was determined to be 700 users. Also, CPU utilization was at 90 percent. However, 
the performance engineer did not know this until the test completed. Also, response time was 
measured at eight seconds, which was the transaction goal, but supporting 700 users was not 
acceptable based on the business plan, and neither was 90 percent CPU utilization per the 
technical team’s requirement.  
 
The performance engineer then makes an application code change with the hope of improving 
performance, and then executes the test again. The next iteration returns a breakpoint of 775 
users with an eight-second response time, with CPU utilization under 50 percent. This was a 
small improvement in the number of users, which did not make sense given the drop in CPU 
utilization, but it still did not meet the test goal of 1000 concurrent users, eight-second transaction 
response time, and 85 percent CPU utilization.   
 
The performance engineer continues this time-consuming, iterative process of creating and 
executing tests,  watching various system counters to determine where the system exceeds 
thresholds or fails to meet requirements. After several test runs, the technical team determines 
that the database running behind the Web application was the bottleneck. The team 
reimplements a stored procedure, and then executes the break-point test once more. They ramp 
from 0 users to 1000 users over time. Upon completion, the test results indicate a response time 
of 6.5 seconds at 1000 users, and CPU utilization at 60 percent. The test met the business 
requirements.  
 
At this point, the performance engineer stopped because he met the requirements — 1000 
concurrent users, less than eight-second response time, and he did this using less than 85 
percent of resource utilization. However, what still remains a mystery is how many  users could 
the system handle before it exceeded the thresholds. To determine this, the performance 
engineer would have to continue the testing process. Also, because CPU utilization was lower 
than the requirements, if the business and/or application infrastructure team wanted to look at 
resource utilization, another test must be configured and executed, possibly multiple times. 
 
The fact is that traditional testing is a trial and error approach,  and does not return the critical 
information regarding  how many users the system can handle. Also, performance engineers 
must wait until the test completes to determine where the system failed. Once they have made 
this determination, the next step is to tune the system and rerun the tests.  After several of these 
cycles, a good performance engineer can determine what changes are required to allow the 
system to scale to the level required by the business. However, there are several problems that 
can cause even the best performance engineer to be forced to execute numerous test runs. And, 
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when the performance engineer runs the test a number of times, he may still never find out how 
many users the system can really handle.  
 
Traditional testing methods make it harder, not easier, to meet increasing business demands. 
Ultimately, the business suffers because it either has to accept results that do not provide the 
level of detail required to make sure all objectives are meet as efficiently as possible, or it has to 
increase staff to gain the insight required. This creates a conflict between the business sponsor 
and technical team. Each is relying on the other to meet the bottom line —  profitability —  but 
neither can afford to forgo their unique objectives. In the end, often compromises are made that 
reduce the confidence either team has in the test results, and potentially expose the company to 
performance downtime and, worse, a system outage. 

How Goals-based Testing Is a Better Approach 
 
Goals-based testing alleviates the conflict between the business sponsor and technical team. It 
provides the means for asking questions at the level of detail businesses require to remain 
competitive. And goals-based testing makes it possible for the technical team to determine  the 
exact requirements for the system from the outset, again answering the four critical questions: 
 

1. What are acceptable user performance levels?  
2. How many concurrent users are required?  
3. How fast should the site respond? 
4. What are acceptable levels of system utilization? (CPU, memory, network, disk, etc.) 

 
Goals-based testing allows the performance engineer to define the performance goals for the 
application before the test begins. This approach makes it possible to ask the questions: How 
many users can my application infrastructure support with X second transaction response times 
without risk of system overload due to lack of available resources?  How can I feel confident that 
the results returned are accurate? 
 
A goals-based test includes a series of phases and exit conditions. Within a phase, if the test 
exceeds any of the designated thresholds, it carries out the designated exit conditions. Also, 
users can set thresholds that will simply stop the test if exceeded. The user can define and 
configure the test with all thresholds specified. Knowing that the goals-based performance test 
takes advantage of these thresholds, the user can proactively identify them and specify their 
value. 
 
In the previous example, numerous iterations of the test were executed. An initial test determined 
that the system could support 700 users with an eight-second-response time, and that CPU 
Utilization was at 90 percent. The second determined that the system could support 775 users 
with and eight-second-response time, but the CPU utilization was low compared to the response 
time. After this test, the technical teams determined that the database system running behind the 
Web application was the bottleneck, which explained the reason for low CPU utilization on the 
application server and the long response times — the application server was waiting around for 
the database to respond. The technical team corrected the problem and executed the test 
achieving 1000 users with response times under 8 seconds and CPU utilization at less than 85 
percent.  
 
Using a goals-based approach in this scenario, the test would look very different. The 
performance engineer would identify the test criteria, and then create a test with specified 
thresholds based on that criteria.  

The Test Criteria 

• 1000 concurrent users 
• 8-second response time 90 percent of the time (90th percentile) 
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• Less than 85 CPU utilization 
• Monitor complete application infrastructure (database, Web server, application server, 

etc.) 
 

The Test  
 
Phase 1 – Ramp Up until we exceed eight second response time, or exceed 85 percent CPU 
utilization.  
If test reaches eight seconds with fewer than 1000 users, exit the test. 
If CPU utilization exceeds 85 percent, exit the test  
If the test exceeds eight seconds and concurrent users are more than 1000 users, exit the phase. 
Phase 2 – Test the system at a constant load.  
If CPU utilization exceeds 85 percent, exit the test 
When the phase runs for 15 minutes, exit the phase.  
Phase 3 – Ramp down until there are no more users 

The Results 
 
The performance engineer ran the test and it exited at Phase 1 because CPU utilization 
exceeded 85 percent. This was determined quickly since the engineer did not need to wait until 
the test fully executed. In addition, because the performance engineer set monitoring the 
database and application server as one of the test parameters, he also immediately identified the 
bottleneck in the database layer and corrected it. The next test ran to completion. The returned 
results were the same as in the previous example with a great deal more detail. Specifically, the 
goals-based test indicated the page delivery time for 1000 concurrent users, and it indicated the 
number of concurrent users required to result in pages being delivered at a rate of eight seconds. 
 
By taking a goals-based approach to this scenario, the performance-test engineer was able to 
accurately answer the question “How many concurrent user can the system support with 
acceptable performance?” Additionally, the goals-based approach minimized the time required to 
adjust and reconfigure time-based performance tests to answer the same question. For example, 
in a time-based performance test, a test schedule is configured. In a goals-based performance 
test, a load model is configured and thresholds are defined so that instead of a applying a time-
based transition from increasing users to a constant user load, the ramp continues until a 
threshold is exceeded. The result is either the thresholds are exceeded and the phase ends and 
the next phase starts, or, the whole test terminates because performance is unacceptable to a 
point that there is no reason to continue executing. 
 

A Goals-based Testing Approach with Embarcadero 
Extreme Test 
 
Extreme Test is designed to embrace a goals-based approach to performance testing. Tests 
created with Extreme Test adapt to users goals — all of them. Like other load testing tools, 
performance engineers can specify a number of users as the testing criteria. And Extreme Test 
can capably monitor the software under the stress when it deploys these virtual users. But 
Extreme Test is better adapted to create advanced load models that also take into account 
system thresholds. 
 
 
An Extreme Test Load Model is constructed of Phases, allowing users to accurately mimic 
increases, decreases, spikes, and lulls in user activity. Each Phase is itself broken into 
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Instructions, allowing user to create complex Phases. Each Instruction can define a different user 
simulation, meaning that Instructions dictate what types of users the Extreme Test Engines 
generate.  
 
For example, an Instruction might dictate that its users have a slow think time — that they take a 
long time between clicks —  but still have a high bandwidth. Furthermore, the Instruction might 
dictate that many of them use Internet Explorer. A second Instruction could have the opposite: 
Fast-thinking users with low bandwidth and Netscape. Each Instruction in a Phase runs in 
parallel, making the Load Model's Phases incredibly lifelike. 
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Instructions bring depth to the virtual users that the Extreme Test Engines generate. Meanwhile, 
the Extreme Test Engines themselves are always aware of the system statistics that users deem 
critical to watch. Extreme Test's Load Models give users access to thousands of performance 
metrics across hundreds of software types and platforms. Users can establish any one of these 
performance metrics as a guideline that is honored during Test execution. For example, let's say 
that performance engineers determine that CPU utilization should never be more than 85 percent 
during the time period in which the system accommodates the desired amount of users. In a Load 
Model Phase, they can simply add this rule. Users indicate in the Load Model that if CPU 
utilization ever exceeds 85 percent, then the test has failed and should stop. The Extreme Test 
Engines, while generating Virtual Users, are always evaluating the system statistics returned by 
Extreme Test's monitors. And if those statistics exceed any thresholds that performance 
engineers have set, then the Extreme Test Engines can either exit the Phase or the Test itself, 
saving users the headache of having to wait an extended amount of time for an already-failed test 
to complete. 
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When Extreme Test generates a report for this Test, the performance engineer need not sift 
through piles of data. S/he knows exactly where to look for the data that leads to any offending 
bottlenecks — at the end of the report, when the Extreme Test automatically stopped the Test. 
Extreme Test's real-time monitoring and reports can also key on system statistics that users may 
have identified, along with CPU utilization, as critical statistics. Users can configure Extreme 
Test's Workbench to displays these statistics during the test’s execution and to highlight these 
statistics in post-execution reports. The performance engineer does not have to seek the most 
important information. The most important information is delivered to him in an easy-to-interpret 
format. 
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Summary 
 
Almost every application suffers from some performance problems.  It is rare to find a well-tuned 
application and even harder to find one that stays that way in the face of growing user loads, 
network traffic, and data volumes.  Today’s end user has zero tolerance for outages and slow 
performance. Explosive growth in technology means increasing system stress, and this leads to 
potential performance problems on ALL system components, including the database, Web server, 
and application. Neglecting performance problems can be costly. Poor performance leads to 
downtime, complete outages, and ultimately, a poor end-user experience. To avoid this, 
companies are adopting a broader performance assurance program in which the performance 
and stability of critical applications are regularly evaluated and optimized even after they reach 
production.  
 
Embarcadero Extreme Test is a next-generation, goals-based performance testing solution. Its  
innovative approach to test creation includes timesaving features, unprecedented scalability, and 
open, standards-based architecture. 
 
By using Embarcadero Extreme Test, IT professionals can have greater confidence regarding 
system performance when deploying and upgrading applications throughout the enterprise.  
 

About Embarcadero Technologies 
Embarcadero Technologies provides leading companies with enterprise software to manage and 
optimize their critical database and application infrastructures, allowing them to obtain better 
results with fewer resources. Embarcadero Technologies’ software products enable companies to 
build, optimize, and better manage their critical business applications and underlying databases. 
Embarcadero leads the market in providing high-quality, easy-to-use database and application 
development tools that deliver cost-effective solutions. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Embarcadero, the Embarcadero Technologies logos and all other Embarcadero Technologies 
product or service names are trademarks of Embarcadero Technologies, Inc.   All other 
trademarks are property of their respective owners.  
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