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This position statement records my biases and is meant to catalyze reflection, debate, discussion and research in order to develop some consensus on the characteristics of an ideal system.  It is hoped that this consensus will stimulate and influence the development of both research and commercial systems.  Suggestions for change are solicited and appreciated.

1.  System Architecture

The following diagram shows an “ideal” architecture for a MbV&T system: 





















Each of the numbered boxes is a piece of automation, possibly interactive.  The primary results of each automated process become the primary input to its succeeding automated process.

This architecture supports “all at once” development of a test suite.  Test suites can also be developed incrementally based on both a model and execution outcome information about the partial suite --- in particular, the outcome of the most recently produced test case [TA2].  Initial model development and checking would be the same for an incremental suite, but the development strategy would be different.

2.  Assumptions

· In important situations, effective software development strategies entail the development of precise models of behavior, structure, and usage.  This is true at both product and component levels.

· In these situations, a Model-based Verification and Test (MbV&T) System can be very cost-effective at supporting the development and debugging of these models as well as automatically generating executable function and usage tests.

· Widespread use of model-based test approaches requires a strong collection of commercial offerings which in turn requires a market sufficient to ensure adequate profits for cost-effective systems.

· Achieving such a market depends on:

(1) being applicable to a broad range of software

(2) inclusion of mainstream modeling techniques 

(3) seamless integration with software design systems

(4) user-friendly interfaces and ultra-understandable outputs

(5) spectacular system operation and results including reduced development costs and increased reliability

· Data flow between the components would be in XML Metadata Interchange (XMI) Format.   [see http://www-4.ibm.com/software/ad/standards/xmi.html]

3.  Criteria for Ideal

The description of this system architecture provides a framework for specifying the characteristics of an ideal MbV&T system.  Characteristics are ideal based on psychological (e.g., usability) and economic factors.  Some of the economic factors are influenced by psychological ones e.g., unusable systems are a poor investment.

Psychological factors include ease of learning and use, helpfulness of results, and clarity of individual payoff.  

The major economic factor from the customer perspective is payoff i.e., is it sufficient to support the customer’s investment?  From the supplier perspective, the major factor is profit i.e., will pricing and demand allow sufficient profit?

4.  General Characteristics

Some ideal characteristics apply to more than one component, but our intent is not to create a list of characteristics that apply to components in general, but rather list those that have special import to a cost-effective MbV&T system.  These general characteristics include:

GC1.  The association between each test and its precursors in the essential models must

be maintained to provide traceability in both directions.  This means that changes 
either to tests or essential models require updating of the associations.

GC2.  Each automated component requires control/constraint (secondary) input [not 
shown in the architecture diagram] as well as the primary input of software or test 
specifications.  Secondary inputs should be separated from primary inputs.  

GC3.  Messages and reports should be very clear and helpful in suggesting ways to fix

 and/or avoid problems.

GC4.  All major outputs should be controlled by an integrated configuration management

 (CM) system that “understands” their nature and relationships.  This may be a

 custom CM system or a smart wrapper on one or more existing CM,

 
 requirements management, and test management system(s).

5.  Component Characteristics

We provide a description, a set of component-specific characteristics, and some implementation options for each system component.

5.1.   Requirements Notation & Specifier

Description  --

For mainstream acceptance, the basic specification notation should be grounded in the UML (the mainstream modeling notation) but limited to those elements that support Essential Modeling [RN9, RN12, RN1].  Because the UML is not test adequate, additional elements must be added.  Only additions that are essential to automatic testing are necessary.  This Test-Essential UML would include Action Contracts [RN4], Interface Structures [RN5], and Precise Use Cases [RN6].

The specifier is a process support system that assists in the development and modification of annotated specifications of software behavior, structure, and usage.  Annotations supplement a basic model with information about usage, failure risk, and possibly test execution outcomes.  The specifier provides specification patterns and templates along with strategic advice to support all aspects of specification modeling.

Ideal characteristics of notation  & specifier --

     Spec notation must:

RNC1.  be mainstream (i.e., based on UML)

RNC2.  include elements for essential modeling of usage, behavior and structure

RNC3.  support automated verification and automated test design 




i.e., be test adequate

RNC4.  be ultra-understandable to enable reliable validation via review

RNC5.  be a seamless precursor to mainstream software design

Specifier must:

RSC1.  be a true process support system including abilities to –

· specify test adequate models

· add layers of supplementary information about usage, failure risk, and execution outcomes to the models

· flag violations of modeling guidelines specified by the client

· translate any special client terminology into normal form logical expressions

· expand abstract terminology (e.g., derived attributes) into its associated basic expressions

RSC2.  verify the syntactic correctness, consistency and relative completeness of 

a spec

RSC3.  have the ability to simulate product usage by “animating” models.

Implementation Options  --

1. Custom-built specifier

2. MetaCase based specifier (e.g., Meta Edit + [www.metacase.com/index.html] or 

ObjectMaker TDK [www.markv.com/markv.com/objectmaker.htm])
3. Restricted UML modeler incorporating test-essential extensions
5.2.   Model Checker

Description  --

Supports the specification of required properties or constraints (e.g., safety-oriented operational constraints such as a traffic light can not be green in all directions) that are then shown by the checker to be provable from the current model or unprovable via the generation of a counter-example.

Ideal characteristics of checker  --

Checker must:

MCC1.  proactively support (with examples and advice) the process of constraint specification and result determination.

MCC2.  trace the derivation of each proof, so that incorrect information in the spec can be quickly located when unprovable properties are proven.

Implementation Options  --

1. Custom-built checker

2. Existing model-checker (e.g., Spin or FormalCheck [productized SMV - www.cadence.com/datasheets/formalcheck.html]) with a wrapper

5.3.   Automatic Test Designer

Description  --

The Test Designer uses – 

(1) information about behavior (e.g., pre & post conditions), structure, and usage (including probabilities) from the specification model,

(2) knowledge of a 4th Generation Test Language (4GTL) that uses the terminology of the specification model, and 

(3) knowledge of sound test design principles 

to design 4GTL test cases and procedures that create pre-conditions and check post-conditions.  4GTL refers to any test specification language (analogous to 4GL’s for software development, e.g. report writers) that specify the essential aspects of a test in high-level abstractions.  

The products of the automatic test designer are of three types (in any mix):  

(1) sufficient for an automated scripter to produce cost-effective, automated test scripts that are complete i.e., setup all pre-conditions and check all post-conditions, or incomplete i.e., setup all preconditions and possibly check some post-conditions,

(2) sufficient for a manual scripter to produce cost-effective, automated scripts that are complete or incomplete or 

(3)  sufficient for a manual scripter to produce cost-effective, manual scripts.

Ideal characteristics of automatic designer & test specs  --


Automatic designer must:


ADC1.  provide guidance (e.g., estimates) in the selection of parameters that 


determine the number and character of the tests to be generated


ADC2.  trace the derivation of each test, so that incorrect tests can quickly lead to 


incorrect information in the spec or bugs in the derivation routines

Generated test specs must:

ADC3.  be easily supplemented, since no automated designer generates all 
tests that need to be run

ADC4.  be ultra-understandable (i.e., specified in a 4GTL) to enable reliable 
validation via review

Implementation Options  --

1. Custom-built automatic test designer

5.4.   Automatic Scripter

Description  --

The scripter creates scripts for specific execution engines (e.g., Mercury, Rational,      Segue) by using application interface maps and terminology translation tables to translate the 4GTL specs to the concrete scripts required by execution engines.
Ideal characteristics of scripter  --

The scripter must:

ASC1.  proactively support the creation of terminology translation tables via test spec 
scans that prime the tables by loading in the terminology and identifying the type 
of each entry.

Implementation Options  --

1. Custom-built scripter

5.5.   Downstream Components

Description  --

System should have the ability to instrument design (e.g., components) and implementation (e.g., lines of code) level elements, monitor their execution, and report those that are not executed.  

The report of unexecuted elements would be passed to a manual test designer, who would translate these design and implementation based test objectives into scenario or function based objectives by asking “what scenario or variant of a function must be tested in order to execute these uncovered elements?”.  

This translation may uncover defects in the design or implementation by revealing elements that can never be executed.  If execution is possible, the translation may uncover defects in the specs or weaknesses in the test design process.  When execution is possible, new objectives would lead to new test specs, either manually [See bottom right corner of the architecture diagram] or automatically designed. 

6.  Business History of Automatic Test Generation Tools

We can distinguish levels success: 

Level
Definition
Examples

1.  Commercial     
Product
Generates a (a) substantial or (b) marginal profit as a stand alone product
a. None

b. T-Vec

TestMaster

ToolSet_Certify

2.  Commercial 
Component
Generates sufficient profit as a component in or add-on to a tool suite
StP/T ?

SoftTest ?

5 Use Case products ?

2 UI products ?

3.  Strategic
Adds value to a consulting practice
TestFrame

4.  Research
Demonstrates feasibility of a technical approach
Many state-machine based systems

History suggests that incorporating a test generation tool into a suite significantly increases the likelihood of commercial success.

7.  Knowns and Unknowns

We know:

· there are over 2 dozen commercial, UML-compliant, modeling systems [RS3].  (Some will not survive.)

· essential models are adequate for model checking and logical test design [RS2, RS4, MC2].

· state-based, tabular-format, research tools can be successful specifiers [RS5], linked to model checkers [MC2], and execution-level script designer/generators [TD2].  

· SCR (1978) has been around over 20 years and still has a very small user base

· a 4GTL can be very effective for test specification [SC1, SC2].

We do NOT know:

· the exact composition of a test-adequate UML

· if a test-adequate UML can effectively model a broad range of systems, seamlessly integrate with software design systems, and provide ultra-understandable results for review.

· the exact content and format of a 4GTL spec

· if a test designer can produce 4GTL results that can be easily translated into executable scripts.

· if an MbV&T system with these (or any other) characteristics can attract a substantial number of users.
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Functional & Usage test specs in “4th generation” test language





2. Model


Checker





Checked software specs





1. Requirements


Specifier





Essential models of  software usage, behavior, & structure in the Test-Essential UML
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